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# Overview of Assignment:

For the Lab 2 Assignment, I decided to choose assignment 2. The task involved writing a prolog script that acts as a parent talking to its kid (the user) about their day at school. The user can only respond back to the parent with yes or no. For the purposes of exiting the program, the user can also enter ‘q’ to exit. The program begins by asking a question. If the user enters ‘y’ which denotes yes, then the user should see a question of similar context displayed. However, if the user enters ‘n’, which denotes no, then the user will have a random question asked that has no relation to the previous question. If the user does not enter either ‘y’, ‘n’ or ‘q’, then the program assumes the user’s response is no. The parent can take these responses and converse intelligently with the kid. The program is implemented and executed in prolog. Instead of implementing a GUI, I have used the prolog console to incorporate input and output functionality.

# Instructions to run the program:

To run the program, the following must be done:

1. Install a working version of Prolog.
2. Change the directory to the directory containing “ParentTalkingToKid.pl” using the following command. I have my file in Lab2\_Assignment.
3. ![A close up of a mans face

   Description automatically generated](data:image/png;base64,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)
4. Load the file into prolog using:

![](data:image/png;base64,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)

1. Run the program using:

![A picture containing furniture

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGkAAAAhCAYAAADaiYU7AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAPUSURBVGhD7Zi5SzNBGIe/0tbKA2utFFGwtbNQY6co3r1/Qzw7r0KsbTzASjxAVNTSoxBSqaWihoQoHkQL5ZXfZCaZTPaY9XM/MnzzwBR5d3Z3ss/MvO/uH7IUPVaSAVhJBmAlGYCVZABWkgFYSQZgJRmAlWQAVpIBWElFTjqdtpKKnZubGyup2NGSdHp6SpFIJNtWV1f5ETMYHx9n456cnOQRfXDu2toa/5VBXA9taGiInp6eaGxsrCAmODk5KYgFwVfS0dERG4DaTBK1srJCzc3N1NHRwSP+PD8/0/T0NPuvx8fHPJpBXK+mpoZmZ2fp7e2NlpeXC2KCy8vL7HO7vr7mUX18JUHGxMQE/5UBN8OMMYloNBpI0u3tLZWXl9P29jaP5AMpIyMjtL+/Tx8fH2y1jI6O0tTUFO+RD65XVlZGOzs7PKLPj3LSv5D08vJCd3d3eQ0xFad+aKlUivfIoErCcad+4P39nS4uLqi2tpYODg54tJCNjQ2qqqqieDxOra2tbBt04/7+nurq6mh9fd3xf3hRtJJmZmaosrIyr2EbUXHqh4YcIKNK6u/vZ/2Gh4d5JMfu7i7V19dTLBZjwtwIIunz85MeHh6os7OT5ufneVSPwJKw9UESiokwwT6+ubmZ17CdyMkfDwVjUfuhLSwsMFGPj4+sryqpra2Nent76ezsjEdyiIePh+oFjqOo6OrqosXFRbq6uuJH3IFMNX34oS0JSxSzFg8FxYQMEinibg3nvb6+8t56OBUsavJ3uq9IzJCMlSfuKyThf7gVBAJdSXJB4HU9mVAlYf+uqKigra0tHsmBm4ry06kNDg5mZ7QOWKVYNep1qqur8yQBiJL7YEZjJakrBJKamppoaWmJSktLXQsCoCspyHYnCFUSBoJ9GtVM2LS3t7OZqQJxsiQkfTUJi1zT3d3Nxvz19cXikFRSUpLNWV4JXEcSzkXl29jYSIlEgvr6+pgkp0JEJlRJSHz4016J9LfQlQQhajEhqjbkioaGBvYAASS1tLRkqz8k8Lm5OXZMRUcStsyenp7sRMB9cQ+nQkQmVEkYxMDAgGOi/W3ctjuIkwsCt35oeIfZ29tj7zCY4epWKZ8rFxhALgjOz895NIe4Ht6jxJcEjE2NySSTSTapsB17vdCKfvJ9AxcOOhXMb+BUOCAxqwWBzhcRUWCoX0kODw9ZXL6ewOtlVi5YcK744qDGZHRfZsWXDlmktqT/DXnm/+3E9FuZfmAsVpIHEOWWu3TBy7EoMH6KleSBUwUZFBRbcqX5E6wkA7CSDMBKMgAryQCspKKH6BuLv7LMDWeO0QAAAABJRU5ErkJggg==)

1. The program will then run and the user must enter either “y/n/q” followed by a terminating full stop to answer.

# Structure of Program:

The assignment only contains one Prolog file containing various functions. The “ask(X)” function will be typed into the prolog console to run the program. In this function, the getNextQuestion(X, L) rule/function is called upon. This rule/function begins by getting a random question from either any list. If the user enters yes later in the program, this function will call on relatedQuestion(X, Y) to find a similar question to the one that was just asked. This function implements findall/3 to get the associated result. From here, the rule/function “processOption(L)” is run to process both the yes list and no list to correspond appropriately to the response that will be given by the user. This function ensures that the question is not asked twice by converting the list to a set which can only contain unique elements. The user is then asked to input a response by calling getResponse(Y) and after the user has entered their input, if the response is not ‘q’ then ask(Y) is called to loop back to ask the user the next question. Furthermore, the program below contains 5 lists. Each list contains associated question regarding that topic. These questions are displayed to the user.

# Implementation Explained:

The first 2 statements “: - dynamic yes/1” and “: - dynamic no/1.” Both statements inform the prolog interpreter that the predicates “yes” and “no” may change during execution. This makes sense because when the user enters either ‘y’ or ‘n’, the question is appended to one of these lists during runtime. The following is a rundown of each function:

* ask(X): is run from the prolog console and calls getNextQuestion(X, L) and processOptions(L).
* getNextQuestion(X, L): is called upon after ask(X) is run or the user enters either ‘y’ or ‘n’. On the first time it is run, this function retrieves a random question from any list incorporated in the program, then calls upon Findall/3. Findall/3 creates an instantiation list storing the result of the randomQuestion(Y, X) function. This result is then displayed to the user as the first question. From here, if the user answers yes to a question, then the predicates “yes(X)” is updated and this function calls the Findall/3, passing in a call to the relatedQuestion(X, Y) function. This will retrieve a list storing any related question and instantiate a list to store the results.
* processOptions(L):

# Implementation:

|  |  |
| --- | --- |
|  | :- dynamic yes/1. |
|  | :- dynamic no/1. |
|  | /\*yes and no are set to dynamic as they can change at run time. |
|  | This is due to options being added based on the response |
|  | provided by the user\*/ |
|  | ask(X):- getNextQuestion(X,L), processOptions(L). |
|  | /\*ask(X) will be user to run the program. It calls the below functions\*/ |
|  |  |
|  | /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
|  | \* getNextQuestion: |
|  | \* Purpose: runs the relatedQuestion(X,Y) function if the response is |
|  | yes. If the response is no, then finds a random question to run. Uses |
|  | the find all to get all possible questions and then gets chooses only 1 |
|  | in each function. |
|  | \* Parameters: Y = Question, L = List |
|  | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |
|  | getNextQuestion(Y,L):- |
|  | yes(Y), findall(X,relatedQuestion(X,Y),L); /\*Get related Question\*/ |
|  | findall(X,randomQuestion(Y,X),L). /\*Get random question.\*/ |
|  |  |
|  | /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
|  | \* processOptions: |
|  | \* Purpose: Gets all values in the yesList and noList. Appends all found |
|  | values to the responseList. By converting the list passed in to a |
|  | set, this ensures each value is unique so it is not asked twice. The |
|  | same principle is applied for the responseList. They are then |
|  | subtracted from each other and a member of the subtracted List is |
|  | found. This method then calls getResponse(Y) to ask for user input. |
|  | \*Parameters: L = List |
|  | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |
|  | processOptions(L):- |
|  | findall(X,yes(X),YesList), %find everything in yes list |
|  | findall(X,no(X),NoList), % find everything in no list |
|  | append(YesList,NoList, ResponseList), |
|  | list\_to\_set(L,ListSet), %Ensure all elements are unique |
|  | list\_to\_set(ResponseList,R), %Ensure all elements are unique. |
|  | subtract(ListSet,R,ValidOption), %find differences |
|  | member(Y,ValidOption), getResponse(Y). %ask for response of question Y |
|  |  |
|  | /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
|  | \* getResponse(Y): |
|  | \* Purpose: Takes in a question, and asks the user in prolog to |
|  | enter a valid response (y/n/q). If neither of these is found, then the |
|  | program assumes the response is no. The next question is then asked. |
|  | \* Parameters: Y = Question |
|  | \* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |
|  | getResponse(Y):- |
|  | print(Y), nl, read(Response), %Print question and get response |
|  | ((Response == y -> assert(yes(Y)); %if response yes, add to yesList |
|  | Response == n -> assert(no(Y)); %if response no, add to noList |
|  | ((Response \= n, Response \= y, Response \= q) -> print("Assuming that's a no"),nl, assert(no(Y))); %if response isn't yes/no/quit, then assume no and inform user |
|  | Response == q -> print("exiting program..."),abort)), %if response if q,  abort program. |
|  | ask(Y). %ask next question |
|  | /\*ask(Y). \*/ |
|  |  |
|  | /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
|  | play[] = a list of question that are asked when the user responds yes to |
|  | a previous play question or selects no to a different category question |
|  | and play is the new question |
|  | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |
|  | play(["Did you play with the slides?", |
|  | "Did you play in the sandbox?", |
|  | "Did you play with the toys?", |
|  | "Did you play with the trains?", |
|  | "Did you play with the cars?", |
|  | "Did you use the playmat?", |
|  | "Did you play with the bears?", |
|  | "Did you play with the animals?", |
|  | "Did you play on the swings?", |
|  | "Did you use the soft\_toys?", |
|  | "Did you play with the alphabet?", |
|  | "Did you play with the numbers?"]). |
|  |  |
|  | /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
|  | eat[] = a list of question that are asked when the user responds yes to |
|  | a previous eat question or selects no to a different category question |
|  | and eat is the new question |
|  | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |
|  |  |
|  | eat(["Did you eat the cake I packed for you?", |
|  | "Did you eat the toffee I packed for you?", |
|  | "Did you eat any candy today?", |
|  | "Did you eat the sandwich I packed for lunch?", |
|  | "Did you eat any pizza today?", |
|  | "Did you eat any cheerios today?", |
|  | "Did you eat any veggies today?", |
|  | "Did you eat any fries today?"]). |
|  |  |
|  | /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
|  | learn[] = a list of question that are asked when the user responds yes |
|  | to a previous learn question or selects no to a different category |
|  | question and learn is the new question |
|  | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |
|  |  |
|  | learn(["Did you learn math today?", |
|  | "Did you learn english today?", |
|  | "Did you read any books today?", |
|  | "Did you learn science today?", |
|  | "Did you get any homework?", |
|  | "Did you learn humanities today?", |
|  | "Did you use the computers today?"]). |
|  | /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
|  | sports[] = a list of question that are asked when the user responds yes |
|  | to a previous sports question or selects no to a different category |
|  | question and sports is the new question |
|  | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |
|  | sports(["Did you play any sports today?", |
|  | "Did you play soccer today?", |
|  | "Did you play cricket today?", |
|  | "Did you run much today?", |
|  | "Did you sprint much today?", |
|  | "Did you play any football today"]). |
|  | /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
|  | friends[] = a list of question that are asked when the user responds yes |
|  | to a previous friends question or selects no to a different category |
|  | question and friends is the new question |
|  | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |
|  | friends(["Did you see your friends today?", |
|  | "Was Billy at school today?", |
|  | "Was Jimmy at school today?", |
|  | "Did you play with your friends on the playground?"]). |
|  | /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
|  | \* relatedQuestion(X,Y): |
|  | \* Purpose: There are 5 related question functions, one for each list. |
|  | \* If the question passed in is a member of the associated list, then |
|  | \* this will ask the next question in the list. |
|  | \* \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |
|  | relatedQuestion(X,Y):- play(L), member(X,L), member(Y,L).  %get next question in play list |
|  | relatedQuestion(X,Y):- eat(L), member(X,L), member(Y,L).  %get next question in eat list |
|  | relatedQuestion(X,Y):- learn(L), member(X,L), member(Y,L).  %get next question in learn list |
|  | relatedQuestion(X,Y):- sports(L), member(X,L), member(Y,L).  %get next question in sport list |
|  | relatedQuestion(X,Y):- friends(L), member(X,L), member(Y,L).  %get next question in friends list |
|  |  |
|  | /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |
|  | \* randomQuestion(X,Y): |
|  | \* Purpose: Checks which list the previous question was a member of. |
|  | It then appends all other lists that the previous question is not apart |
|  | of and asks a question from this list. |
|  | \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |
|  | randomQuestion(X,Y):- |
|  | play(A),eat(B),learn(C),sports(D),friends(E), |
|  | ((member(X,A)-> append(B,C,BC),append(BC,D,BCD),append(BCD,E,BCDE),  random\_member(Y,BCDE));  %Check if a member of play, then append other lists |
|  | (member(X,B)-> append(A,C,AC),append(AC,D,ACD),append(ACD,E,ACDE),  random\_member(Y,ACDE)); %Check if a member of eat, then append other lists |
|  | (member(X,C)-> append(A,B,AB),append(AB,D,ABD),append(ABD,E,ABDE),  random\_member(Y,ABDE));  %Check if a member of learn, then append other lists |
|  | (member(X,D)-> append(A,B,AB),append(AB,C,ABC),append(ABC,E,ABCE),  random\_member(Y,ABCE));  %Check if a member of sports, then append other lists |
|  | (member(X,E)->append(A,B,AB),append(AB,C,ABC),append(ABC,D,ABCD),  random\_member(Y,ABCD))). %Check if a member of friends, then append other lists |
|  | yes(nothing). %Set yes list initially to have no elements |
|  | no(nothing). %Set no list initially to have no elements |